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**3) Simulacro de preguntas de sustentación de Proyectos**

**3.1**

**Complejidad del ejercicio 1.1**

La complejidad esta dada por la función T(n,m), donde n es la longitud de la primera de cadena de caracteres, mientras que m es la longitud de la segunda, Cn  son cantidades constantes de operaciones.

C1=7 C2=12 C3=4

T (n, m) = |C1  cuando n=0 o m=0

|C2 + T (n-1, m-1)

|C3 + T (n-1, m) + T(n, m-1) cuando n>0 y m>0

La función recursiva es bastante difícil de encontrar con lo anterior, y ya que no tenemos los recursos necesarios para resolverla, podemos tener una buena aproximación con C3 + 2(T(n-1)), de esta manera la ecuación recursiva es:

T(n) = C2(2n-1) + C12n-1

Aplicando la notación O

T(n) es O(C2(2n-1) + C12n-1)

Aplicando reglas de suma y producto

T(n) es O(2n)

**3.2**

Nota: No fue posible tomar los tiempos con 20 tamaños diferentes, solo se pudo con 16.

Al tomar los tiempos para 16 tamaños diferentes del ejercicio 1.1, se obtiene la siguiente gráfica:

![](data:image/png;base64,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)

Como se observa claramente, se genera una función exponencial, por lo tanto, la complejidad del tiempo del problema está dada por una función del mismo tipo.

Una buena aproximación de la función de la complejidad del tiempo sería O(2n) siendo n la longitud de las cadenas; con esta fórmula tenemos el tiempo que tardaría con unas cadenas cuya longitud es de *300 000* es alrededor de *2300 000*, este valor es simplemente gigantesco.

**3.3**

Por lo que vimos en el punto anterior, no es para nada viable utilizar este algoritmo para calcular la longitud de la subcadena común mas larga entre dos cadenas cuya longitud es de alrededor de 300 000 caracteres. Concluimos, se debe implementar un mejor método para este cálculo.

**3.4**

**GroupSum5**

Dado un arreglo de enteros, el método *groupSum5* nos dice si es posible escoger un grupo de esos enteros, de manera que sumen un valor objetivo dado, con la condición de que si alguno de los elementos del arreglo es cinco, entonces debe ser escogido, excepto si el cinco esta seguido de un uno, en cuyo caso no deben ser escogidos; recibe los parámetros *nums,* que es un arreglo de enteros, *start* que es un entero y al principio siempre va a ser igual cero, y *target* que es un entero que representa el objetivo al que se debe llegar. El funcionamiento de la función es el siguiente: primero pregunta si *start* es mayor o igual que la longitud de *nums*, en caso de que si, retorna *true* si *target* es igual a cero, o *false* si pasa lo contrario; en caso de que no; existen cuatro posibilidades, la primera sucede si el elemento de *nums*  en la posición *start* es múltiplo de 5 y además es el último elemento de nums, de este modo retorna un llamado recursivo de la función, con *start* mas uno, el mismo *nums,* y *target*  menos el elemento de *nums*  en la posición *start, groupSum5(start + 1, nums, target - nums[start].* La segunda sucede cuando el elemento en *start* de *nums* es múltiplo de cinco y el siguiente elemento es distinto de uno, así retorna un llamado recursivo de la función, con *start* más uno, el mismo *nums,* y *target* menos el elemento de *nums* en la posición *start, groupSum5(start + 1, nums, target - nums[start].* La tercera sucede solo cuandoel elemento en *start* de *nums* es múltiplo de cinco, de esta manera retorna un llamado recursivo de la función, con *start* más dos, el mismo *nums,* y *target* menos el elemento de *nums* en la posición *start,* *groupSum5(start + 2, nums, target-nums[start]).* El cuarto sucede cuando no se cumple ninguna de las condiciones anteriores, en este caso, retorna la disyunción entre dos llamados recursivos, el primer disyunto es el llamado de recursivo de la función con *start* más uno, el mismo *nums* y *target* menos el elemento en la posición *start* de *nums* *groupSum5(start + 1, nums, target - nums[start]);* el segundo disyunto es el llamado recursivo de la función con *start* más uno, el mismo *nums* y *target* sin ningún cambio *groupSum5(start + 1, nums, target).* El principio en el que se basa la función es que existe alguna manera de que la suma de un grupo de enteros sea igual a un valor objetivo, si y solo si, existe alguna manera de que el valor objetivo menos la suma de un grupo de enteros sea igual a cero.

*target = a+b+c 🡨🡪 target-a-b-c = 0.*

**3.5**

**Ejercicios de Recursión 1 en CodingBat**

**BunnyEars**

El método *BunnyEars* calcula la cantidad de orejas que hay en un número dado de conejos; recibe el parámetro *bunnies* que es un entero positivo y representa la cantidad de conejos a los que se le calculara el número de orejas. El método tiene el siguiente funcionamiento: primero verifica si la cantidad de conejos es menor o igual a 1, en el caso de que si, retorna la cantidad de conejos *bunnies* multiplicada por dos; en caso de que no, retorna el método con la cantidad de conejos menos uno y a esto se le suma dos *BunnyEars(bunnies-1) +2*. La idea en la que se basa el algoritmo es que el número de orejas de una cantidad de conejos dada es igual a dos más el número de orejas de la cantidad de conejos menos 1.

La complejidad del tiempo está dada por la función T(n), donde n es la cantidad de conejos y Cn son cantidades constantes de operaciones.

C1=4 C2=3

T(n) = |C1  cuando n<=1

|C2 + T(n-1) cuando n>1

La función de recursividad está dada por:

T(n) = C2n + C1

Aplicando la notación O

T(n) es O (C2n + C1)

Aplicando reglas de sumas y producto

T(n) es O(n)

**BunnyEars2**

El método *BunnyEars2* calcula la cantidad de orejas de un numero dado de conejos, con una particularidad, aquellos conejos que se encuentran en posiciones pares han sufrido una mutación y poseen tres orejas, por lo que la cantidad de orejas será mayor a lo común; al igual que *BunnyEars* recibe el parámetro *Bunnies* que es un numero entero positivo y representa el numero de conejos a los que se le calculará la cantidad de orejas. El método tiene un funcionamiento muy similar al de *BunnyEars,* con la diferencia de que a la hora de realizar el llamado recursivo comprueba si el conejo esta ubicado en una posición par o impar, en el caso de que sea par, suma 3 al llamado de la función *BunnyEars2(bunnies-1) +3;* en caso de que sea impar suma solo 2 *BunnyEars2(bunnies-1) +2.* El principio en el que se basa este algoritmo es el mismo que el de *BunnyEars.*

La complejidad del tiempo está dada por la función T(n), donde n es la cantidad de conejos y Cn son cantidades constantes de operaciones.

C1=4 C2=6 C3=3

T(n) = |C1  cuando n<=1

|C2 + T(n-1) cuando n>1 y n%2==0

|C3+ T(n-1) cuando n>1

La función de recursividad está dada por:

T(n) = Cn + C1

Aplicando la notación O

T(n) es O(C2n + C1)

Aplicando reglas de sumas y producto

T(n) es O(n)

**CountHi**

El método *counHi* calcula el numero de veces que aparece *“hi”* en minúsculas dentro de una cadena dada; recibe el parámetro *str* que es una cadena de caracteres a la cual se le realizara el cálculo. El método tiene el siguiente funcionamiento: primero pregunta si la longitud de la cadena de caracteres es menor o igual a uno, en el caso de que si, retorna cero, en el caso de que no, continua preguntándose si los últimos dos elementos de la cadena son *‘h’* e *‘i’,* en el caso de que si, retorna el llamado recursivo con *str* sin su último elemento y esto se le suma uno *countHi(str.substring(0,str.length()-1))+1*; en el caso de que no, solamente retorna el llamado recursivo con *str* sin su último elemento *countHi(str.substring(0,str.length()-1).* El principio en el que se basa el algoritmo es en que, en el caso de que los últimos dos elementos de la cadena sean igual *“hi”,* la cantidad de *“hi”* en una cadena es igual uno mas la cantidad de *“hi”* en la cadena menos sus últimos dos elementos; en caso contrario, seria la cantidad de *“hi”* en la cadena menos su ultimo elemento.

La complejidad del tiempo está dada por la función T(n), donde n es la longitud de la cadena y Cn son cantidades constantes de operaciones.

C1=4 C2=14 C3=3

T(n) = |C1  cuando n<=1

|C2 + T(n-1) cuando n>1

La función de recursividad está dada por:

T(n) = C2n + C1

Aplicando la notación O

T(n) es O (C2n + C1)

Aplicando reglas de sumas y producto

T(n) es O(n)

**CountX**

El método *countX* calcula el número de veces que aparece *‘x’* en minúscula dentro de una cadena dada; recibe el parámetro *str* que es una cadena de caracteres a la cual se le realizara el cálculo. El método tiene el siguiente funcionamiento: primero pregunta si la longitud de la cadena de caracteres es igual a cero, en el caso de que si, retorna cero, en el caso de que no, continua preguntándose si el último elemento de la cadena es *‘x’*, en el caso de que si, retorna el llamado recursivo con *str* sin su último elemento y esto se le suma uno *countX(str.substring(0,str.length()-1))+1*; en el caso de que no, solamente retorna el llamado recursivo con *str* sin su último elemento *countX(str.substring(0,str.length()-1).* El principio en el que se basa el algoritmo es en que, en el caso de que el ultimo elemento de la cadena sea igual *‘x’*, la cantidad de *‘x’* en la cadena es igual uno más la cantidad de *‘x’* en la cadena menos su último elemento; en caso contrario, sería la cantidad de *‘x’* en la cadena menos su último elemento.

La complejidad del tiempo está dada por la función T(n), donde n es la longitud de la cadena y Cn son cantidades constantes de operaciones.

C1=4 C2= 9 C3=3

T(n) = |C1  cuando n==1

|C2+ T(n-1) cuando n>1

La función de recursividad está dada por:

T(n) = C2n + C1

Aplicando la notación O

T(n) es O(C2n + C1)

Aplicando reglas de sumas y producto

T(n) es O(n)

**Triangle**

El método *Triangle* calcula el numero de cubos de un triangulo formado por cubos de un numero de filas dado; recibe el parámetro *rows* que es un entero positivo y representa la cantidad de filas del triángulo. El método tiene el siguiente funcionamiento: primero pregunta si la cantidad de filas es igual a cero, en ese caso retorna cero, si sucede lo contrario retorna la cantidad de filas más el llamado recursivo con el número de filas menos uno *triangle(rows-1)+rows*. El principio en el que se basa el algoritmo es que la cantidad de cubos de un triangulo de n filas es igual a n mas la cantidad de cubos de un triángulo en n-1 filas.

La complejidad del tiempo está dada por la función T(n), donde n es el número de filas del triángulo y Cn son cantidades constantes de operaciones.

C1=3 C2= 3

T(n) = |C1  cuando n==0

|C2 + T(n-1) cuando n>0

La función de recursividad está dada por:

T(n) = C2n + C1

Aplicando la notación O

T(n) es O(C2n + C1)

Aplicando reglas de sumas y producto

T(n) es O(n)

**Ejercicios de Recursión 2 en CodingBat**

**GroupNoAdj**

Dado un arreglo de enteros, el método *groupNoAdj* nos dice si es posible escoger un grupo de esos enteros, de manera que sumen un valor objetivo dado, con la condición de que si un entero dentro del arreglo es escogido el siguiente no debe ser escogido; recibe los parámetros *nums,* que es un arreglo de enteros, *start* que es un entero y al principio siempre va a ser igual cero, y *target* que es un entero que representa el objetivo al que se debe llegar. El funcionamiento de la función es el siguiente: primero pregunta si *start* es mayor que la longitud de *nums* menos uno, en caso de que si, retorna *true* si *target* es igual a cero, o *false* si pasa lo contrario; en caso de que no, retorna la disyunción entre dos llamados recursivos, el primer disyunto es el llamado de recursivo de la función con *start* mas dos, el mismo arreglo de enteros *nums* y *target* menos el elemento en la posición *start* de nums *groupNoAdj(start + 2, nums, target - nums[start])*; el segundo disyunto es el llamado recursivo de la función con *start* mas uno, el mismo arreglo de enteros *nums* y *target* sin ningún cambio *groupNoAdj(start + 1, nums, target).* El principio en el que se basa la función es que existe alguna manera de que la suma de un grupo de enteros sea igual a un valor objetivo, si y solo si, existe alguna manera de que el valor objetivo menos la suma de un grupo de enteros sea igual a cero.

*target = a+b+c 🡨🡪 target-a-b-c = 0.*

La complejidad del tiempo está dada por la función T(n), donde n es la diferencia entre la longitud del arreglo de enteros y *start,* es decir, lo que le falta a start para ser igual a la longitudy Cn son cantidades constantes de operaciones.

C1=6 C2=6

T(n) = |C1  cuando n<=0

|C2 + T(n-2) + T(n-1) cuando n>0

La función recursiva es bastante difícil de encontrar con lo anterior, pero una buena aproximación es C2 + 2(T(n-1)), de esta manera la ecuación recursiva es:

T(n) = C2(2n-1) + C12n-1

Aplicando la notación O

T(n) es O(C2(2n-1) + C12n-1)

Aplicando reglas de suma y producto

T(n) es O(2n)

**GroupSum6**

Dado un arreglo de enteros, el método *groupSum6* nos dice si es posible escoger un grupo de esos enteros, de manera que sumen un valor objetivo dado, con la condición de que si alguno de los elementos del arreglo es seis entonces debe ser escogido; recibe los parámetros *nums,* que es un arreglo de enteros, *start* que es un entero y al principio siempre va a ser igual cero, y *target* que es un entero que representa el objetivo al que se debe llegar. El funcionamiento de la función es el siguiente: primero pregunta si *start* es mayor o igual que la longitud de *nums*, en caso de que si, retorna *true* si *target* es igual a cero, o *false* si pasa lo contrario; en caso de que no, existen dos posibilidades, la primera que el elemento en la posición *start* de *nums* es seis, lo que lleva a retornar un llamado recursivo de la función con *start* más uno, el mismo nums y target menos seis. La segunda es si el elemento analizado es distinto de seis, en ese caso, retorna la disyunción entre dos llamados recursivos, el primer disyunto es el llamado de recursivo de la función con *start* más uno, el mismo *nums* y *target* menos el elemento en la posición *start* de *nums* *groupSum6(start + 1, nums, target - nums[start])*; el segundo disyunto es el llamado recursivo de la función con *start* más uno, el mismo *nums* y *target* sin ningún cambio *groupSum6(start + 1, nums, target).* El principio en el que se basa la función es que existe alguna manera de que la suma de un grupo de enteros sea igual a un valor objetivo, si y solo si, existe alguna manera de que el valor objetivo menos la suma de un grupo de enteros sea igual a cero.

*target = a+b+c 🡨🡪 target-a-b-c = 0.*

La complejidad del tiempo está dada por la función T(n), donde n es la diferencia entre la longitud del arreglo de enteros y *start,* es decir, lo que le falta a start para ser igual a la longitudy Cn son cantidades constantes de operaciones.

C1=5 C2=6 C3=6

T(n) = |C1  cuando n<=0

|C2 + T(n-1)

|C3 + T(n-1) + T(n-1) cuando n>0

La función recursiva está dada por:

T(n) = C2(2n-1) + C12n-1

Aplicando la notación O

T(n) es O(C2(2n-1) + C12n-1)

Aplicando reglas de suma y producto

T(n) es O(2n)

**SplitArray**

Dado un arreglo de enteros, el método *SplitArray* nos dice si es posible dividir el arreglo en dos grupos, de tal manera que la suma de los elementos de cada grupo sea la misma; recibe los parámetros *nums* que es un arreglo de enteros, *s1* que es un entero donde se ira guardando la información del primer grupo, al principio siempre es igual a cero, *s2* que es un entero donde se ira guardando la información del segundo grupo, al principio siempre es igual a cero; y *start* es un entero que nos servirá para movernos a través del arreglo, al principio siempre es igual a cero. El funcionamiento del método es el siguiente: primero pregunta si *start* es igual a la longitud de *nums,* en caso de que si, retorna *true* si *s1* igual *s2*, o *false* si pasa lo contrario; en caso de que no, retorna la disyunción de dos llamados recursivos, el primer disyunto es un llamado recursivo de la función con el mismo *nums*, *s1* más el elemento de *nums*  en la posición *start,* el mismo *s2,* y *start* más uno *split(nums, s1 + nums[start], s2, start + 1),* el segundo disyunto es un llamado recursivo de la función con el mismo *nums,*  el mismo *s1, s2* más el elemento de *nums*  en la posición *start,* y *start* más uno *split(nums, s1, s2 + nums[start], start + 1).* El principio en el que se basa el algoritmo es que para saber si es posible dividirlo en dos y que cada grupo sumen lo mismo, se deben comprobar todas las combinaciones posibles, en este orden de ideas debemos añadirle a *s1* y a *s2* elementos de *nums* a cada uno por separado y cuando hayamos añadido todos los elementos ya sea a *s1,* a *s2* o a ambos, verificamos si son iguales.

La complejidad del tiempo está dada por la función T(n), donde n es la diferencia entre la longitud del arreglo de enteros y *start,* es decir, lo que le falta a start para ser igual a la longitudy Cn son cantidades constantes de operaciones.

C1=5 C2=8

T(n) = |C1 cuando n=0

|C2 + T(n-1) + T(n-1) cuando n>0

La función recursiva está dada por:

T(n) = C2(2n-1) + C12n-1

Aplicando la notación O

T(n) es O(C2(2n-1) + C12n-1)

Aplicando reglas de suma y producto

T(n) es O(2n)

**SplitOdd10**

Dado un arreglo de enteros, el método *SplitOdd10* nos dice si es posible dividir el arreglo en dos grupos, de tal manera que la suma de los elementos del primer grupo sea múltiplo de diez y la suma de los elementos del segundo grupo sea impar; recibe los parámetros *nums* que es un arreglo de enteros, *s1* que es un entero donde se ira guardando la información del primer grupo, al principio siempre es igual a cero, *s2* que es un entero donde se ira guardando la información del segundo grupo, al principio siempre es igual a cero; y *start* es un entero que nos servirá para movernos a través del arreglo, al principio siempre es igual a cero. El funcionamiento del método es el siguiente: primero pregunta si *start* es igual a la longitud de *nums,* en caso de que si, retorna *true* siel residuo de *s1* divido diez es igual a cero y el residuo de *s2* dividido dos es diferente de cero, o *false* si pasa lo contrario; en caso de que no, retorna la disyunción de dos llamados recursivos, el primer disyunto es un llamado recursivo de la función con el mismo *nums*, *s1* más el elemento de *nums*  en la posición *start,* el mismo *s2,* y *start* más uno *split(nums, s1 + nums[start], s2, start + 1),* el segundo disyunto es un llamado recursivo de la función con el mismo *nums,*  el mismo *s1, s2* más el elemento de *nums*  en la posición *start,* y *start* más uno *split(nums, s1, s2 + nums[start], start + 1).* El principio en el que se basa el algoritmo es que para saber si es posible dividirlo en dos y que cada grupo cumpla con las condiciones dadas, se deben comprobar todas las combinaciones posibles, en este orden de ideas debemos añadirle a *s1* y a *s2* elementos de *nums* a cada uno por separado y cuando hayamos añadido todos los elementos ya sea a *s1,* a *s2* o a ambos, verificamos si *s1* es múltiplo de diez y *s2* es impar.

La complejidad del tiempo está dada por la función T(n), donde n es la diferencia entre la longitud del arreglo de enteros y *start,* es decir, lo que le falta a start para ser igual a la longitudy Cn son cantidades constantes de operaciones.

C1=9 C2=8

T(n) = |C1 cuando n=0

|C2 + T(n-1) + T(n-1) cuando n>0

La función recursiva está dada por:

T(n) = C2(2n-1) + C12n-1

Aplicando la notación O

T(n) es O(C2(2n-1) + C12n-1)

Aplicando reglas de suma y producto

T(n) es O(2n)

**Split53**

Dado un arreglo de enteros, el método *split53* nos dice si es posible dividir el arreglo en dos grupos, de tal manera que la suma de los elementos de cada grupo sea la misma, con la condición de que todos los múltiplos de cinco deben estar en el primer grupo y todos los múltiplos de tres que no sean múltiplos de cinco deben estar en el segundo; recibe los parámetros *nums* que es un arreglo de enteros, *s1* que es un entero donde se ira guardando la información del primer grupo, al principio siempre es igual a cero, *s2* que es un entero donde se ira guardando la información del segundo grupo, al principio siempre es igual a cero; y *start* es un entero que nos servirá para movernos a través del arreglo, al principio siempre es igual a cero. El funcionamiento del método es el siguiente: primero pregunta si *start* es igual a la longitud de *nums,* en caso de que si, retorna *true* si *s1* igual *s2*, o *false* si pasa lo contrario; en caso de que no, existen tres posibilidades, la primera sucede si el residuo del elemento de *nums* en la posición *start* dividido cinco es igual cero, y retorna el llamado recursivo con el mismo *nums*, *s1* mas el elemento de *nums* en *start,* el mismo s2, y *start* más uno *split(nums, s1 + nums[start], s2 start + 1)*. La segunda sucede si el residuo del elemento de *nums* en la posición *start* dividido tres es igual cero, y retorna el llamado recursivo con el mismo *nums*, el mismo *s1*, *s2* más el elemento de *nums* en *start,* y *start* más uno *split(nums, s1, s2 + nums[start], start + 1).* La tercera sucede si no se cumplen ninguna de las anteriores y retorna la disyunción de dos llamados recursivos, el primer disyunto es un llamado recursivo de la función con el mismo *nums*, *s1* más el elemento de *nums*  en la posición *start,* el mismo *s2,* y *start* más uno *split(nums, s1 + nums[start], s2, start + 1),* el segundo disyunto es un llamado recursivo de la función con el mismo *nums,*  el mismo *s1, s2* más el elemento de *nums*  en la posición *start,* y *start* más uno *split(nums, s1, s2 + nums[start], start + 1).* El principio en el que se basa el algoritmo es que para saber si es posible dividirlo en dos y que cada grupo sumen lo mismo, se deben comprobar todas las combinaciones posibles, en este orden de ideas debemos añadirle a *s1* y a *s2* elementos de *nums* a cada uno por separado y cuando hayamos añadido todos los elementos ya sea a *s1,* a *s2* o a ambos, verificamos si son iguales.

La complejidad del tiempo está dada por la función T(n), donde n es la diferencia entre la longitud del arreglo de enteros y *start,* es decir, lo que le falta a start para ser igual a la longitudy Cn son cantidades constantes de operaciones.

C1=5 C2=8 C3=8 C4=8

T(n) = |C1 cuando n=0

|C2 + T(n-1)

|C3 + T(n-1)

|C4 + T(n-1) + T(n-1) cuando n>0

La función recursiva está dada por:

T(n) = C2(2n-1) + C12n-1

Aplicando la notación O

T(n) es O(C2(2n-1) + C12n-1)

Aplicando reglas de suma y producto

T(n) es O(2n)

**3.6**

Las variables n y m son aquellas con las que se representa y entiende el tamaño del problema, es decir, son las variables que aumentan o disminuyen la complejidad del algoritmo ya sea en tiempo o en memoria.

***4) Simulacro de Parcial***

* + 1. A
    2. C
    3. A
    4. B
    5. A y C
  1. B
     1. C
     2. A
     3. B
  2. [OPC]
     1. A
  3. [OPC]
     1. E
  4. [OPC]
     1. No sabemos definir n en este problema, por lo tanto, no lo pudimos solucionar

**4.6**

4.6.1 sumaAux (n, i+2)

4.6.2 sumaAux (n, i+1)

**4.7** [OPC]

4.7.1 S, i + 1, t - S[i]

4.7.2 S, i + 1, t - S[i]

**4.8** [OPC]

4.8.1 C

**4.9** [OPC]

4.9.1 B

**4.10** [OPC]

4.10.1 C

***5) Lectura recomendada (opcional)***

Mapa conceptual

**6)** **Trabajo en Equipo y Progreso Gradual (Opcional)**

***6.1*** *Actas de reunión*

***6.2*** *El reporte de cambios en el código*

***6.3*** *El reporte de cambios del informe de laboratorio*